
Homework 6 Intro to Programming (Term III/2024–25)

built on 2025/06/18 at 18:58:24 due: wed jul 2 @ 11:59pm

This assignment will give you practice on sets, dictionaries, and recursion. Furthermore, you will
practice writing larger programs, where many concepts are brought together. In this assignment, you
will solve a number of programming puzzles and hand them in.

Be sure to read this problem set thoroughly, especially the sections related to collaboration and
the hand-in procedure.

Overview:

Problem File Name

1. charhist.py
2. passwd.py
3. karma.py
4. eto.py

Problem File Name

5. diet.py
6. t2048.py

Collaboration

We interpret collaboration very liberally. You may work with other students. However, each student
must write up and hand in his or her assignment separately. Let us repeat: You need to write your
own code. You must not look at or copy someone else’s code. You need to write up answers to written
problems individually. The fact that you can recreate the solution from memory will be taken as proof
that you actually understood it, and you may actually be interviewed about your answers.

Be sure to indicate who you have worked with (refer to the hand-in instructions).

Logistics

We’re using a script to grade your submission before any human being looks at it. Sadly, the script is
not as forgiving as we are. So, make sure you follow the instructions strictly. It’s a bad omen when the
course staff has to manually recover your file because the script doesn’t like it. Hence:

• Save your work in a file as described in the task description. This will be different for each task.
Do not save your file(s) with names other than specified.

• Before handing anything in, you should thoroughly test everything you write.

• You will upload each file to our submission site https://assn.cs.muzoo.io/ before the due
date. Please use your SKY credentials to log into the submission site. Note that you can submit
multiple times but only the latest version will be graded.

• For some task, you will be able to verify your submission online. Please do so as it checks if your
solution is gradable or not. Passing verification does not mean that your solution is correct, but,
at least, it passes our preliminary check.

• At the beginning of each of your solution files, write down the number of hours (roughly) you
spent on that particular task, and the names of the people you collaborated with as comments.
As an example, each of your files should look like this:

# Assignment XX, Task YY
# Name: Eye Loveprograming
# Collaborators: John Nonexistent
# Time Spent: 4:00 hrs

... your real program continues here ...

• The course staff is here to help. We’ll steer you toward solutions. Catch us in real-life or online
on Canvas discussion.

https://assn.cs.muzoo.io/
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Task 1: Character Histogram (10 points)

For this task, save your work in charhist.py

Write a function charHistogram(filename: str) -> None that takes the file name of a text file and
prints a text rendering of the histogram of the English letters that appear in that file. Specifically, your
function will perform the following steps:

Step 1: Calculate the frequency of each letter in the English alphabet, treating everything as lower case.
This means, for example, the string "five I" contains 2 i’s

Step 2: Display a histogram on the console using print to indicate the frequencies of all the letters.
The histogram contains one line per letter, ordered from the letter with highest frequency to
the letter with the lowest frequency. When multiple letters have the same frequency, the tie
breaks by the ASCII values of those letters in which the letter with smaller ASCII value appears
before the letter with larger ASCII value. For instance, if the frequencies of a and b are 5, then
we display a first then display b on the next line. Only the letters with a nonzero frequency
are displayed. The frequency of a letter is represented by the number of +’s. For example, if
the letter b has frequency 15, we’ll render b +++++++++++++++, i.e., the letter b followed by a
single space and 15 +’s.

Hint: You are allowed to use sorted(obj) function that returns a sorted list of the iterable object obj
(obj could be a list, a set or a tuple, for examples.)

Example: Consider the first few words of the fa-
mous filler text Lorem ipsum:

Lorem ipsum dolor sit amet, consectetur adipiscing

elit. Praesent ac sem lorem. Integer elementum

ultrices purus, sit amet malesuada tortor

pharetra ac. Vestibulum sapien nibh, dapibus

nec bibendum sit amet, sodales id justo.

Your character histogram code should print the
following to screen:

e ++++++++++++++++++++++++
t ++++++++++++++++++
s +++++++++++++++++
i ++++++++++++++++
a +++++++++++++++
m ++++++++++++
r ++++++++++++
u ++++++++++++
l +++++++++
n +++++++++
o +++++++++
c +++++++
d +++++++
p +++++++
b +++++
g ++
h ++
j +
v +

Task 2: Strong Password (12 points)

For this task, save your work in passwd.py

Countless websites invented (often bogus) rules to promote strong password usage. A typical website
enforces rules such as these:

1. At least 1 lower-case letter (a-z);

2. At least 1 numerical digit (0-9);

3. At least 1 upper-case letter (A-Z);
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4. At least 1 special character from $#@%!

5. Minimum length of password: 6

6. Maximum length of password: 12

7. No character or digit can appear three times in a row.

For this task, write a function passwordOK(password: str) -> bool that takes a password string
and returns a Boolean indicating whether this password conforms to all the rules above.

Example:

• passwordOK('ABd1234@1') should return True.

• passwordOK('f#9') should return False (missing an upper-case letter among other things).

• passwordOK('Abbbc1!f') should return False (b appears three times in a row).

Task 3: Karma Points (12 points)

For this task, save your work in karma.py

Inspired by the concept of brownie points, karma points are a hypothetical social currency that can be
earned by doing good deeds and "lost" when doing things that are frowned upon. Contrary to popular
belief, karma points can, in fact, be transferred at your fingertips.

You will bring this concept closer to reality. In this task, you’ll implement a function

keepTabs(actions: list[str]) -> dict[str, int]

that take as input a list of actions (an action log book) and returns a dictionary storing the karma points
of all the characters mentioned in actions. People with zero net karma points will be removed from
the dictionary before the function returns.

Each entry of actions comes in one of the following two forms:

• a name (a sequence of English letters without any punctuation marks or spaces) followed by ei-
ther++or--, indicating positive karma and negative karma, respectively. For example, "Jack++"
or "Kanat--". The names are case-sensitive and may appear in mixed upper- and lower- cases.

• a name followed by -> then another name, indicating a transfer of all karma points from the first
person to the second. For example, "Abby->Jeff" means Abby gives all her karma points to
Jeff. That is, Jeff inherits all karma points of Abby, be it negative or positive. After that, Abby’s
karma point resets to 0.

We guarantee that there will not be extra spaces or any irrelevant punctuation marks anywhere.

Example: Say we call keepTabs on the following actions:

actions = ["Jim++", "John--", "Jeff++", "Jim++", "John--", "John->Jeff",
"Jeff--", "June++", "Home->House"]

Initially everyone has 0 karma points. For each positive deed, the point goes up by 1, and for each
negative deed, it goes down by 1. As a result:

• "Jim++" gives +1 to Jim. "John--" gives −1 to John. "Jeff++" gives +1 to Jeff. "Jim++" gives
+1 to Jim. "John--" gives −1 to John. Therefore, now Jim has 2 points, John, −2 points, and Jeff,
1 point.

• Then "John->Jeff" transfers all karma points from John to Jeff. Hence, John’s −2 points is given
to Jeff. John now has 0 points and Jeff has 1+ (−2) =−1 points.
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• Then "Jeff--" gives −1 to Jeff. And "June++" gives +1 to June.

• Then"Home->House"has no effect becauseHomedidn’t have any karma point previously (treated
as 0) and neither did House.

So this is where everyone ends up, recorded in a dictionary that keepTabs should return:

{'Jeff': -2, 'June': 1, 'Jim': 2}

Notice that at the end, John has 0 karma points and so doesn’t show up in the output.

Task 4: Even Then Odd (12 points)

For this task, save your work in eto.py

You are to implement a recursive function eto(lst: list[int]) -> list[int] that takes a list of
integers lst and returns a list containing the very same elements except arranged so that all the even
numbers appear before all the odd numbers. Among the odd numbers, they can be arranged in any
order. Among the even numbers, they can be arranged in any order. All your function needs to make
sure is for all even numbers to come before all odd numbers in the list you return.

For example:

• A valid answer for eto([3,1,2]) is [2,1,3].

• A valid answer for eto([4,2,8]) is [8,4,2].

• A valid answer for eto([8,-2,3,-3,-1,5,8,-1,5]) is [8,-2,8,5,-1,5,-1,-3,3].

Restrictions: This will be the only function you’ll write. Your function cannot call any other functions
other than itself and basic list manipulation functions.

Task 5: Diet (12 points)

For this task, save your work in diet.py

Meow1 eats a lot, and she loves to know in gory detail what she eats in every meal. As her assistant, you
are going to implement a function

mealCal(meal: list[str], recipes: list[str], db: list[str]) -> float

that operates as follows:

• The parameter meal is a list of strings, listing the dishes she is having. There may be redundant
items: if Meow likes it enough, she may consume multiple servings of the same dish. For example,
meal = ["T-Bone", "T-Bone", "Green Salad1"].

• The parameter recipes is a list of strings, representing a “book” of recipes. For example2,

recipes = ["Pork Stew:Cabbage*5,Carrot*1,Fatty Pork*10",
"Green Salad1:Cabbage*10,Carrot*2,Pineapple*5",
"T-Bone:Carrot*2,Steak Meat*1"]

Each item is a string indicating the name of the dish, followed by a colon, then a comma-separated
list of ingredient names together with their quantities. In the example presented, the item

"T-Bone:Carrot*2,Steak Meat*1"

1a fictitious character from before
2The recipes and nutritional “facts” are totally made up.
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indicates that the dish “T-Bone” uses 2 units of Carrot and 1 unit of Steak Meat.

• The parameter db is a list of strings, representing a database of how much carbohydrate, protein,
and fat each ingredient contains. Each item is listed as the ingredient’s name, followed by a colon,
and then three comma-separated numbers (int or float) denoting, respectively, the amounts of carb,
protein, and fat in grams. Here is an example:

db = ["Cabbage:4,2,0", "Carrot:9,1,5", "Fatty Pork:431,1,5",
"Pineapple:7,1,0", "Steak Meat:5,20,10", "Rabbit Meat:7,2,20"].

As a specific example, the entry for Cabbage indicates that 1 unit of “Cabbage” has 4g of carbohy-
drate, 3g of protein, and 0g of fat.

• The function then returns the amount of calories resulted from eating this meal. Remember that

– Each gram of carbohydrate yields 4 calories.
– Each gram of protein yields 4 calories.
– Each gram of fat yields 9 calories.

To give a complete example, plugging in the sample combination just described into mealCal, we
have that mealCal(meal, recipes, db) computes the following:

– First, we derive the amount of calories Meow gets from a T-Bone dish. This dish has 2 carrots
and 1 unit of steak meat, so that’s (9 ·4+1 ·4+5 ·9)×2 = 85×2 = 170 calories from carrots and
5 ·4+20 ·4+10 ·9 = 190 calories from the meat. Hence, this dish has 170+190 = 360 calories.

– Then, we derive the amount of calories Meow gets from her other T-Bone dish. The amount is
the same: 360 calories.

– Then, we derive the amount of calories Meow gets from her salad dish: (4 ·4+2 ·4)×10+ (9 ·
4+1 ·4+5 ·9)×2+ (7 ·4+1 ·4+0 ·9)×5 = 240+170+160 = 570.

Hence, mealCal, in this case, will return 1290.0.

Remarks:

• Your answers may be floating-point numbers; we’ll accept any answers within 10−5 of our model
answers.

• The input ensures: (1) every dish in Meow’s meal exists in the recipe; and (2) every ingredient
used exists in the db.

Task 6: The 2048 Game (50 points)

For this task, save your work in t2048.py

You probably have heard (and played) the famous 2048 puzzle game. It is a game created by Gabriele
Cirullia, a then 19-year-old developer, over the course of one weekend and has become a global hit.

The Original Game: Originally, 2048 is played on a 4-by-4 grid, with numbered tiles that slide up,
down, left, or right using the arrow keys. Every turn, a new tile with value either 2 or 4 will appear at a
random empty spot.

When the game player chooses the direction of movement for that turn using an arrow key, tiles slide
as far as possible in the chosen direction until they are stopped by either another tile or the edge of
the grid. If two tiles of the same number collide while moving, they will merge into a tile with the total
value of the two tiles that collided. The resulting tile, however, cannot merge with another tile again in
the same move. The objective is to form a 2048 tile.

The best way to learn about this game is to play it: https://gabrielecirulli.github.io/2048/

Our Game: Your mission for this task is to create a variant of the 2048 game that is fully working.
We have written for you code that implements a (very) primitive user interface, and you are respon-
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sible for the game logic, as well as a number of other convenient functions. Once you complete the
implementation, you will get a working game.

Our version of the game will be played on an m-by-n grid. This grid is a rectangle of an arbitrary size.
Like in the original game, there are four movements possible: up, down, left, right. Initially, there is
one tile with value 2 or 4 appearing at a randomly chosen spot. Then, in every turn until the game is
over, the following events will take place:

• The player chooses a direction of movement.

• The game slides the tiles as far as possible in the direction of movement, combining tiles as
appropriate (see the discussion that follows for details).

• If the move is not void (see below), the game creates a new tile with value either 2 or 4, appearing
at a random empty spot.

To explain what happens when the player slides the grid, we describe the effects in three steps (for
pedagogical reasons, your code must implement these steps):

STEP 1: Slide in the Direction of Movement. You
push the tiles as far as possible in the direction
of movement until they cannot be moved in that
direction any further. Similarly, you can imagine
gravity pulling in the direction of movement, so
all the blocks follow the gravitational force before
stopping at the grid’s edge. As an example, we
show on the right a grid and what happens after
STEP 1 when the direction of movement is right.

EXAMPLE. Suppose the direction of movement is
going right. STEP 1 transforms the grid on the left
below to the one on the right.

2 4 4 8
2 2 8

2 2 2 2 4
4 2 2 2 8

16

2 4 4 8
2 2 8

2 2 2 2 4
4 2 2 2 8

16

STEP 2: Compact Similar Blocks. For each row or
column in the direction of movement (DOM), you
will start at one end of the grid and walk in the
DOM through the grid to the other end. Along this
walk, upon encountering two adjacent tiles of the
same value, the latter is merged into the former,
their point values combined. This means there
will no longer be a tile at the latter location. Then,
the walk continues. Keep in mind that more than
one merges can take place per walk.

EXAMPLE. Below, the left grid was processed by
STEP 1; the right grid shows the effects of STEP 2.
Notice how the tiles are combined using this pro-
cess, paying attention especially to the rows that
more than one merges take place.

2 4 4 8 2 8 8
2 2 8 4 8

2 2 2 2 4 4 4 4
4 2 2 2 8 4 4 2 8

16 16

STEP 3: Slide Once More. You may have created
gaps in STEP 2. Identical to STEP 1, Step 3 pushes
the tiles as far as possible in the direction of move-
ment until they cannot be moved in that direction
any further.

EXAMPLE. Applying STEP 3 to the result of STEP 2
yields the grid on the right below.

2 8 8
4 8

4 4 4
4 4 2 8

16

2 8 8
4 8

4 4 4
4 4 2 8

16

Special Circumstances: It is possible that a move will not cause any change to the grid. We call this
type of move a void move. Your program will handle this case specially.

The game is considered over when the current grid is full and (ii) all directions of movement result in
void move.
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How to Get Started? We’re providing a starter package containing a primitive graphical user-interface
(GUI) and function stubs for you in a separate file. You will download the starter package from the
course website.

All functions that you have to implement for this problem are in t2048.py. This file is in turn used by
the GUI. When we grade your submission, we’ll both play the game using the GUI and use a script to
interact with your functions in this file directly.

Board Representation: The board (aka. grid) in this game is represented as a list of lists (2d list). Each
tile on the board is represented as string, where ' ' (a single space) is an empty tile; otherwise, it is a
string that is the value of the tile (e.g., '128'). As an example, the figure below show a 2-d list encoding
and its corresponding board:

2 8 8
4 8

4 4 4
4 4 2 8

16

boardA =
[[' ', ' ', ' ', '2', '8', '8'],
[' ', ' ', ' ', ' ', '4', '8'],
[' ', ' ', ' ', '4', '4', '4'],
[' ', ' ', '4', '4', '2', '8'],
[' ', ' ', ' ', ' ', ' ', '16']]

What’re You Implementing? There are a number of functions you are going to implement (see also
the stubs in t2048.py). The first family of functions is concerned with movements:

doKeyUp(board: list[list[str]]) -> tuple[bool, list[list[str]]]
doKeyDown(board: list[list[str]]) -> tuple[bool, list[list[str]]]
doKeyLeft(board: list[list[str]]) -> tuple[bool, list[list[str]]]
doKeyRight(board: list[list[str]]) -> tuple[bool, list[list[str]]]

These correspond to the directions of movement up, down, left, and right, respectively. For each of
these functions:

• Input: a board/grid whose dimension is as specified by the input.

• Output: returns a tuple (changed, new_board), where changed is a Boolean that indicates
whether or not the board has changed; and new_board is the board that results after that partic-
ular movement is made.

You are also to implement a few functions that help operate the game:

• emptyPos(board: list[list[str]]) -> list[tuple[int, int]] takes as input a board
(represented as described above) and returns a list of (row, col) tuples of empty spots on
this board. For example, for the board [[' ', '2'],['4', ' ']], the function will return
[(0,0), (1,1)].

• isGameOver(board: list[list[str]]) -> bool takes as input a board (represented like
before) and returns the game on that given board is over (see the definition above). That is, it
checks whether the given board has any possible move remaining.

Grading: We allocate 50 points for this problem. For each function we ask you to implement, we’ll
test it thoroughly using a script and grade it manually for style and clarity.
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